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# How to submit your work

After filling all the parts in this file, please follow the following steps.

1. Add your name and Student ID# to the first page.
2. Save the file in the original format (Docx or Doc)

(please do not convert to other file formats e.g. PDF, ZIP, RAR, …)

1. Rename the file as

*YOUR First Name YOUR Last Name -* ***Project****.docx*

**Example:**

John Smith - Project.docx

**Please do not seek any assistance when programing this project. You might be asked to explain your code in details. Contact your instructor for any clarifications.**

# Part One – Robot Class – 35 Points

In this project you will create a robot class. The robot objects move within a grid similar to the 3x3 grid shown below to pick up and carry the letters on the grid to different locations.

|  |  |  |
| --- | --- | --- |
| B |  |  |
|  |  | D |
|  | C |  |

The grid size should be declared as constants, use a 25X25 grid for our program.

The Robot class must have the following data members and methods:

1. The **Robot** class has three private data members
   1. An integer type variable for the **x** component of the location of the robot on the grid
   2. An integer type variable for the **y** component of the location of the robot on the grid
   3. A char type variable “**payload**” to hold letters as load
2. The Robot class must have the following public member functions
   1. A **default constructor** places the robot at location (0,0) and payload to character space: ‘ ‘ ( empty)
   2. A **constructor** that receives three parameters to initialize the private data members.
   3. Include a **set** and **get** method for each of the private data members.
   4. Include a member function **print()** that prints the location of the robot on the grid as well as its load.
   5. Method **pickup(int lx, int ly)** with boolean return type. This method examines the current location of the robot and if not at location (lx, ly), it should display a message “not at (lx,ly)” and return false. If the is no load (letters) at the location print “No load at this location” and return false. Otherwise, the method should examine the payload of the robot and if empty it will pick up the load at location (lx,ly) and place it in the payload and returns true. Note, the character at location (lx,ly) on the grid should be set to blank ( space)
   6. Method **dropOff(int lx, int ly)** with Boolean return type. This method examines the current location of the robot and if not at location (lx, ly), it should display a message “not at (lx,ly)” and return false. Otherwise, the method examines the payload of the robot and if full, it will drop its load at location (lx, ly) on the grid and and returns true. Note, the grid element grid[lx][ly] should be set to the character that was placed there.
   7. Method **moveRight()** with a void return type. The method moves robot one unit to the right on the grid. If the robot hits the right boundary of the grid, it should print “Right boundary reached”.
   8. Method **moveLeft()** with a void return type. The method moves robot one unit to the left on the grid. If the robot hits the left boundary of the grid, it should print “Left boundary reached”.
   9. Method **moveUp()** with a void return type. The method moves robot one unit up on the grid. If the robot hits the top boundary of the grid, it should print “Top boundary reached”.
   10. Method **moveDown()** with a void return type. The method moves robot one unit down on the grid. If the robot hits the bottom boundary of the grid, it should print “Bottom boundary reached”.
   11. Method **MoveTo(int lx, int ly)** with boolean return type. This method checks to see whether the location (lx, ly) is within the boundary of the grid, if not returns false. Otherwise, it uses the combination of moveUp(), moveDown(), moveRight(), moveLeft() methods to move the robot to this new location on the grid. Note: if the robot has to move, say 5, units to the right you must write a loop and call moveRight() five times rather that literally writing moveRight() five times.

Write a nonmember function **print2D()** that reveries a 2D array of characters and prints it ( in our case 25 elements per row).

Write a main function to test the operation of the robot.

1. You program should define a 2D array representing the grid **char grid [26][26]** **.** Initialize all the elements of the 2D array to blank. Then, place character ‘B’ at location (10, 8) and ‘C’ at (22, 4). Use **print2D()** to print the grid
2. Create two robots R1 and R2 using the two constructors. Print the location of the robots.
3. Use “moveTo()” method to place R1 at location (23, 24) and R2 at location (15, 3). Print the location of the robots
4. Direct R1 to pick up ‘B’ at location (10, 8) and place it at location (20,20). Print the location of the robot. Print the grid.
5. Direct R2 to pick up ‘C’ at location (22, 4) and place it at location (0, 0). Print the location of the robot. Print the grid.

# Part Two - Graphical User Interface – 65 Points

Create a Graphical User Interface for simulating the robot. A sample GUI for this project may be as following.

![Sample GUI Project](data:image/png;base64,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)

|  |
| --- |
| Your C++ code for this HW |
| package com.company;  public class Robot {  private int x;  public int y;  char payload;  String name;  Grid grid;   public Robot() {  this.x = 0;  this.y = 0;  this.payload = ' ';  this.name = " ";  }   public Robot(int x, int y, char payload, String name)  {  this.x = x;  this.y = y;  this.payload = payload;  this.name = name;  }   public int getX() {  return x;  }   public int getY() {  return y;  }   public char getPayload() {  return payload;  }   public void setX(int x) {  this.x = x;  }   public void setY(int y) {  this.y = y;  }   public void setPayload(char payload) {  this.payload = payload;  }   public void setName(String name) { this.name = name; }   public void print() { System.*out*.println(name + " is at location (" + x + " ,"+ y + ") payload: " + payload); }   public void useGrid(Grid grid) { this.grid = grid; }   boolean pickUp(int lx, int ly)  {  if (x != lx || y != ly)  {  System.*out*.println("not at (" + lx + ", " + ly + ")");  return false;  }   //If pickUp is at robots location then we want to check if location has something to pick up  else  {  if (grid.getValueAt(lx, ly) == ' ')  {  System.*out*.println("No load at this location");  return false;  }   else  {  //Check if our payload is empty and if it is then grab letter  if (payload == ' ')  {  payload = grid.getValueAt(lx, ly);  grid.setValueAt(lx, ly, ' ');  return true;  }   //Otherwise tell the user their payload is full  else  {  System.*out*.println("Your payload is full");  return false;  }  }  }  }   boolean dropOff(int lx, int ly)  {  if (x != lx || y != ly)  {  System.*out*.println("not at (" + lx + ", " + ly + ")");  return false;  }   //if payload isn't full then it's okay to dropOff  if (payload != ' ')  {  grid.setValueAt(lx, ly, payload);  payload = ' ';  return true;  }   else  {  System.*out*.println("You don't have a payload to drop off");  return false;  }  }   public void moveRight()  {  x++;  if (x > grid.rows)  {  //this puts x back to the original position  x--;  System.*out*.println("Right boundary reached.");  }  }   public void moveLeft()  {  x--;  if (x < 0)  {  //this puts x back to the original position  x++;  System.*out*.println("Left boundary reached.");  }  }   public void moveUp()  {  y--;  if (y < 0)  {  //this puts y back to the original position  y++;  System.*out*.println("Top boundary reached.");  }  }   public void moveDown()  {  y++;  if (y > grid.cols)  {  //this puts y back to the original position  y--;  System.*out*.println("Bottom boundary reached.");  }  }   boolean moveTo(int lx, int ly)  {  //If x or y location isn't in the grid then neither value will get set  //Could still set x or y if the opposite value is invalid  if (lx < 0 || lx > grid.rows || ly < 0 || ly > grid.cols)  {  System.*out*.println("Not a valid move inside the grid");  return false;  }   int originalX = x;  int originalY = y;   if (originalX < lx)  {  for (int i = 0; i < lx - originalX; i++)  {  moveRight();  }  }   else if (originalX > lx)  {  for (int i = 0; i < originalX - lx; i++)  {  moveLeft();  }  }   if (originalY < ly)  {  for (int i = 0; i < ly - originalY; i++)  {  moveDown();  }  }   else if (originalY > ly)  {  for (int i = 0; i < originalY - ly; i++)  {  moveUp();  }  }  return true;  } }  package com.company;  public class Grid {  int rows;  int cols;  private char grid[][];   public Grid()  {  rows = 25;  cols = 25;  }   public Grid(int rows, int cols)  {  this.rows = rows;  this.cols = cols;  }   public void setValueAt(int row, int col, char val)  {  grid[row][col] = val;  }   public char getValueAt(int x, int y)  {  return grid[x][y];  }   public void init()  {  grid = new char[cols][rows];  for (int i = 0; i < rows; i++)  {  for (int j = 0; j < cols; j++)  {  grid[j][i] = ' ';  }  }  }   public void print2D()  {  for (int i = 0; i < rows; i++)  {  for (int j = 0; j < cols; j++)  {  //To visually see the grid  System.*out*.print(grid[j][i]);  }  System.*out*.println();  }  } }  package com.company; import java.util.\*;  public class Main {  public static void main(String[] args) {  Grid grid = new Grid(25, 25);  grid.init();  grid.setValueAt(10, 8, 'B');  grid.setValueAt(22, 4, 'C');  grid.print2D();   Robot R1 = new Robot();  R1.setName("R1");  Robot R2 = new Robot();  R2.setName("R2");  R1.useGrid(grid);  R2.useGrid(grid);   R1.moveTo(23, 25);  R2.moveTo(15, 3);  R1.print();  R2.print();   R1.moveTo(10, 8);  R1.pickUp(10, 8);  R1.moveTo(20, 20);  R1.dropOff(20,20);  grid.print2D();  R1.print();   R2.moveTo(22, 4);  R2.pickUp(22, 4);  R2.moveTo(0, 0);  R2.dropOff(0,0);  grid.print2D();  R2.print();  } }  ////////////////////////////////  package com.company; import java.awt.\*; import java.util.\*; import javafx.application.Application; import javafx.event.ActionEvent; import javafx.event.EventHandler; import javafx.fxml.FXMLLoader; import javafx.scene.Group; import javafx.scene.Parent; import javafx.scene.Scene; import javafx.scene.control.Button; import javafx.scene.control.MenuButton; import javafx.scene.layout.Pane; import javafx.scene.layout.GridPane; import javafx.scene.layout.StackPane; import javafx.scene.paint.Paint; import javafx.scene.shape.\*; import javafx.stage.Stage;  import javax.swing.\*; public class Main extends Application {  public static void main(String[] args)  {  *launch*(args);  }   @Override  public void start(Stage stage) throws Exception  {  Parent root = FXMLLoader.*load*(getClass().getResource("ProjectSceneBuilder.fxml"));  stage.setTitle("2D Grid");   stage.setScene(new Scene(root, 600, 600));  stage.show();  } }  package com.company; import javafx.event.ActionEvent; import javafx.fxml.FXML; import javafx.scene.control.Label; import javafx.scene.paint.Paint; import javafx.scene.shape.Circle;  import java.lang.ModuleLayer.Controller;  public class Robot {  public Circle circle;   @FXML  void moveUp()  {  circle.setLayoutY(circle.getLayoutY() - 1);  }   @FXML  void moveDown()  {  circle.setLayoutY(circle.getLayoutY() + 1);  }   @FXML  void moveLeft()  {  circle.setLayoutX(circle.getLayoutX() - 1);  }   @FXML  void moveRight()  {  circle.setLayoutX(circle.getLayoutX() + 1);  } }  <?xml version="1.0" encoding="UTF-8"?>  <?import javafx.scene.control.Button?> <?import javafx.scene.layout.ColumnConstraints?> <?import javafx.scene.layout.GridPane?> <?import javafx.scene.layout.Pane?> <?import javafx.scene.layout.RowConstraints?> <?import javafx.scene.shape.Circle?>  <GridPane alignment="center" hgap="10" vgap="10" xmlns="http://javafx.com/javafx/11.0.1" xmlns:fx="http://javafx.com/fxml/1" fx:controller="com.company.Robot">  <columnConstraints>  <ColumnConstraints />  <ColumnConstraints />  </columnConstraints>  <rowConstraints>  <RowConstraints />  <RowConstraints />  </rowConstraints>  <children>  <Pane prefHeight="511.0" prefWidth="505.0" GridPane.columnIndex="1" GridPane.rowIndex="1">  <children>  <Pane layoutX="-10.0" layoutY="403.0" prefHeight="111.0" prefWidth="515.0" style="-fx-background-color: grey;">  <children>  <Button layoutX="220.0" layoutY="14.0" mnemonicParsing="false" onAction="#moveUp" prefWidth="75.0" text="UP" />  <Button layoutX="132.0" layoutY="42.0" mnemonicParsing="false" onAction="#moveLeft" prefWidth="75.0" text="LEFT" />  <Button layoutX="303.0" layoutY="42.0" mnemonicParsing="false" onAction="#moveRight" prefWidth="75.0" text="RIGHT" />  <Button layoutX="220.0" layoutY="69.0" mnemonicParsing="false" onAction="#moveDown" prefWidth="75.0" text="DOWN" />  <Button layoutX="7.0" layoutY="7.0" mnemonicParsing="false" prefWidth="75.0" text="PICK UP" />  <Button layoutX="416.0" layoutY="7.0" mnemonicParsing="false" prefWidth="85.0" text="DROP OFF" />  </children>  </Pane>  <Circle fx:id="circle" fill="DODGERBLUE" layoutX="43.0" layoutY="43.0" radius="29.0" stroke="BLACK" strokeType="INSIDE" />  </children>  </Pane>  </children> </GridPane> |

Run the code and insert the result in the following box.

|  |
| --- |
| The result of the query |
| A screenshot of a computer  Description automatically generated  A picture containing computer  Description automatically generated  A screen shot of a computer  Description automatically generated  ////////////////////////////////////    A screenshot of a cell phone  Description automatically generated |